
Software Engineering Stage 6 (11–12) – sample program of learning
programming fundamentals
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The NSW Department of Education publishes a range of curriculum support materials, including samples of lesson sequences, scope and sequences, assessment tasks, examinations, student and teacher resource booklets, and curriculum planning and curriculum evaluation templates. The samples are not exhaustive and do not represent the only way to complete or engage in each of these processes. Curriculum design and implementation is a dynamic and contextually-specific process. While the mandatory components of syllabus implementation must be met by all schools, it is important that the approach taken by teachers is reflective of their needs and faculty/school processes.
NESA defines programming as the process of ‘selecting and sequencing learning experiences which enable students to engage with syllabus outcomes and develop subject specific skills and knowledge’ (NESA 2022). A program is developed collaboratively within a faculty. It differs from a unit in important ways, as outlined by NESA on their advice on units page. A unit is a contextually-specific plan for the intended teaching and learning for a particular class for a particular period. The organisation of the content in a unit is flexible and it may vary according to the school, the teacher, the class, and the learning space. They should be working documents that reflect the thoughtful planning and reflection that takes place during the teaching and learning cycle. There are mandatory components of programming and unit development, and this template provides one option for the delivery of these requirements. The NESA and department guidelines that have influenced this template are elaborated upon at the end of the document.
This resource has been developed to assist teachers in NSW Department of Education schools to create learning that is contextualised to their classroom. It can be used as a basis for the teacher’s own program, assessment, or scope and sequence, or be used as an example of how the new curriculum could be implemented. The resource has suggested timeframes that may need to be adjusted by the teacher to meet the needs of their students.
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Description: this program of learning addresses the focus area of programming fundamentals. The lessons and sequences in this program of learning are designed to allow students develop the knowledge and skills to design and create algorithms and software solutions to meet a user’s needs. This program is designed to be used in conjunction with the Programming Fundamentals Teacher Support Resource (TSR). The TSR is a comprehensive and detailed list of activities that addresses the Software Engineering syllabus content.
Teachers are advised to discern and select activities from the TSR for delivery in their contexts. The TSR includes a walkthrough of an educational software project that could be modified for alignment to the assessment task for this focus area.
Weeks 1–3 see students explore fundamental software development steps used by programmers when designing software including requirements definitions and determining specifications.
They participate in a guided scenario that requires them to use Python to program an educational software product for a Primary teacher client and their class. This software enables input of three lengths (the sides of a triangle: a, b, and c) and will output the type of triangle: equilateral, scalene, isosceles, or right angle.
This guided project allows exploration into the fundamentals of programming. Students refer to the key concepts introduced in this experience of software development to revisit foundational knowledge, as well as broadening and deepening their understanding during weeks 4–10.
During Weeks 4–6 students refer to their educational software to investigate algorithm design and data for software engineering. 
They experiment with other paradigms in solving the same triangle recognition problem.
During Weeks 7–10 students apply computational thinking and the development approach used in their triangle recognition program to develop their own project that is the final assessment task for this unit. Teachers may opt to extend the triangle recognition program as the assessment task for less experienced students.
Duration: this program of learning is designed to be completed over a period of approximately 10 weeks in 60-minute lesson sequences but can be adapted to suit the school context. 
Explicit teaching: suggested learning intentions and success criteria are available for some lessons provided. Learning intentions and success criteria are most effective when they are contextualised to meet the needs of students in the class. The examples provided in this document are generalised to demonstrate how learning intentions and success criteria could be created.
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A student:
describes methods used to plan, develop and engineer software solutions SE-11-01
explains how structural elements are used to develop programming code SE-11-02
describes how current hardware, software and emerging technologies influence the development of software engineering solutions SE-11-03
applies safe and secure practices to collect, use and store data SE-11-04
applies tools and resources to design, develop, manage and evaluate software SE-11-06
implements safe and secure programming solutions SE-11-07
Software Engineering 11–12 Syllabus © NSW Education Standards Authority (NESA) for and on behalf of the Crown in right of the State of New South Wales, 2022.


Prior to planning for teaching and learning, please consider the following.
Engagement
· How will I provide authentic, relevant learning opportunities for students to personally connect with lesson content?
· How will I support every student to grow in independence, confidence, and self-regulation?
· How will I facilitate every student to have high expectations for themselves?
· How will I identify and provide the support each student needs to sustain their learning efforts?
Representation
· What are some different ways I can present content to enable every student to access and understand it?
· How will I identify and address language and/or cultural considerations that may limit access to content for students?
· How will I make lesson content and learning materials more accessible?
· How will I plan learning experiences that are relevant and challenging for the full range of students in the classroom?
Expression
· How will I provide multiple ways for students to respond and express what they know?
· What tools and resources can students use to demonstrate their understanding?
· How will I know every student has understood the concepts and language presented in each lesson?
· How will I monitor if every student has achieved the learning outcomes and learning growth?
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Table 1 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcome:
SE-11-01
Content:
Students:
Explore fundamental software development steps used by programmers when designing software
Including:
requirements definition
determining specifications
design
development
integration
testing and debugging
installation
maintenance
	Learning intention
Understand the software development steps used by programmers.
Success criteria
Determine the requirements for a new software solution.
Identify key specifications in the development of a software solution.
Explain the role of integration in the development of software solutions.
Apply appropriate design techniques.
Identify key features of the development step.
Teaching and learning activity
Teacher introduces the course and gives an overview of the learning in the topic and the assessment students will complete.
Students are introduced to glossary terms and complete a glossary for understanding the topic.
In groups, students explore scenarios to determine the requirements for the software solution.
Students articulate their understanding of their given problem with the class.
	Students complete Activities 1 to 4 of the Teacher Support Resource (TSR).
Students participate in classroom discussion and contribute ideas on the Triangle recognition educational software requested from the Primary Teacher client.
Students complete the IPO chart for the project from the TSR.
Students can identify user requirements for the given system.
Students complete Activities 5 to 10 of the TSR.
Students create the pseudocode solution for the triangle recognition educational software.
Students participate in classroom discussion and contribute ideas.
Students select and implement appropriate data structures, algorithms and UI design in their project.
Students articulate the processes involved in the development step.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
There are no prerequisites for enrolment in Software Engineering.
Students will arrive with diverse experiences and abilities in programming.
Students complete a pre-test of fundamental concepts to inform the teacher of the depth required to address each content point of the syllabus. (Appendix 1 of the TSR).
Pre-teach key vocabulary and concepts prior to viewing videos, provide a transcript, and use closed captions when viewing. Provide a glossary and allow the use of bilingual dictionaries for uncommon terms.
Computational thinking skills pre-test using Bebras resources will assist to identify differences in ability and understanding.
	




[bookmark: _Toc120548207]Week 2
Table 2 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-01, SE-11-03
Content:
Students:
Explore fundamental software development steps used by programmers when designing software
Research and evaluate the prevalence and use of online code collaboration tools
	Learning intention
Understand the software development steps used by programmers.
Success criteria
Identify and explain the role testing and debugging tools play in the development of software
Distinguish between debugging and testing tools
Modify existing program to meet new requirements
Discuss and model debugging and testing tools within the preferred development tools
Investigate a wide range of testing and debugging tools used within software engineering.
Teaching and learning activity
Teacher demonstrates the installation of a software application.
Students install software such as Addons in Google Chrome and/or project.
Students investigate and assess the prevalence of online code collaboration tools such as Replit and Codecollab.
	Students interpret the steps needed for success in the assessment task.
Students complete Activities 11 to 22 from the Teacher Support Resource (TSR).
Students commence entering bugs into their ‘Bug Book’.
Students create a list of debugging and testing tools.
Students distinguish between a range of debugging and testing tools.
Students successfully install applications.
Students complete Activities 23 to 25 from the TSR to analyse and evaluate online collaboration tools.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
The department’s Digital Selector should be considered for Learning activities that assist students with:
Remembering
Understanding
Applying
Analysing
Evaluating
Designing
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Table 3 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-02, SE-11-04
Content:
Students:
Apply computational thinking and algorithmic design by defining the key features of standard algorithms, including sequence, selection, iteration and identifying data that should be stored
Apply divide and conquer and backtracking as algorithmic design strategies
Develop structured algorithms using pseudocode and flowcharts, including the use of subprograms
	Learning intention
Understand algorithms as they relate to computational thinking.
Success criteria
Define the key features used in pseudocode and flowcharts.
Design and develop structured algorithms using pseudocode and flowcharts to solve a problem.
Correctly use control structures including sequence, selection, iteration, and subprograms.
Teaching and learning activity
Teacher:
demonstrates KWLH models.
identifies and displays a variety of definitions for an algorithm.
explains the key features of algorithms.
demonstrates the key features of pseudocode and flowcharts as they relate to algorithms
displays several solutions created in algorithmic form.
demonstrates how to construct a correct algorithm used to solve a given problem in both pseudocode and flowchart form.
demonstrates divide and conquer and backtracking as algorithmic design strategies.
Students:
define an algorithm based on a range of previously created definitions from a range of sources.
watch Santa's Dirty Socks (Divide and Conquer Algorithms) (3:40)
discuss draw.io as a CASE tool. algorithmic design strategies.
	Assessment Task 1 (continued) with formative assessment and feedback.
Students complete Activities 26 to 29 from the Teacher Support Resource (TSR).
Students clearly articulate the meaning and purpose of an algorithm.
Students participate in classroom discussion and contribute ideas.
Students document and recall the key features and differences between pseudocode and flowcharts.
Students use draw.io to create flowcharts.
Students correctly create simple flowcharts and pseudocode solutions to a range of problems. 
Students complete Activities 30 to 31 from the TSR.
Students complete Activities 39 to 44 from the TSR.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
The Bebras Mini Challenge: Coding and Decoding provide activities to differentiate and adjust.
Cloze passage example should be rewritten for school context.
The following strategies to teach coding should be investigated:
Parsons puzzles.
PRIMM.
	




[bookmark: _Toc120548209]Week 4
Table 4 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-01, SE-11-06, SE-11-07
Content:
Students:
Use modelling tools including structure charts, abstraction and refinement diagrams to support top-down and bottom-up design
Analyse the logic and structure of written algorithms Including:
determining inputs and outputs
determining the purpose of the algorithm
desk checking and peer checking
determining connections of written algorithms to other subroutines or functions
Identify procedures and functions in an algorithm
	Learning intention
Understand modelling tools as they relate to developing software. 
Experiment with coding in a range of different paradigms.
Success criteria
Correctly use modelling tools to support top-down and bottom-up design.
Analyse the logic and structure of written algorithms.
Teaching and learning activity
Teacher:
demonstrates a range of modelling tools including structure charts, abstraction, and refinement diagrams.
reviews and analyses several correctly produced algorithms and determines the following features
the purpose of the algorithm
inputs and outputs
desk checking and peer checking
connections of algorithms to subroutines or functions.
demonstrates how to identify procedures and functions in an algorithm.
	Students interpret Assessment task 1 part 2 (continued formative assessment).
Students complete Activities 32 to 35 from the Teacher Support Resource (TSR).
Students create structure charts and abstraction and refinement diagrams to document several software solutions.
Students complete Activity 45 from the TSR.
Students analyse a range of algorithms determining the purpose and the inputs and outputs relevant to the solution.
Students complete Activity 46 from the TSR.
Students complete Activity 47 from the TSR.
Students complete Activity 48 from the TSR.
Students complete Activity 49 from the TSR.
Students identify connections related to algorithms including subroutines and functions.
Students complete Activities 50–51 from the TSR.
Students define and demonstrate an understanding of procedures and functions in an algorithm.
Students complete Activities 52–58 from the TSR.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Modelling tools should be introduced as ways to inform clients and colleagues via graphic and readily understood diagrams. Course specifications for Software Engineering are essential here.
Students should be required to model different scenarios and solutions.
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Table 5 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-02, SE-11-07
Content:
Students:
Experiment with object-oriented programming, imperative, logic and functional programming paradigms
Investigate the use of number systems for computing purposes, including binary, decimal and hexadecimal
Represent integers using two’s complement
	Learning intention
Explore other programming paradigms and select the most appropriate.
Success criteria
Correctly identify syntax from a range of programming paradigms including, imperative, logic, object orientated and functional paradigms.
Learning intention
Understand the purpose of representing base 10 numbers in Binary and Hexadecimal.
Represent numbers in Binary and Hexadecimal.
Success criteria
Convert integers to Binary and Hexadecimal.
Convert negative integers into Binary using two’s complement.
Teaching and learning activity
Teacher presents to the class a video explaining the purpose (12:49) and process of representing numbers in Binary.
As a class watch how numbers are represented using the Hexadecimal number system (7:15).
Students:
use the online binary game to convert numbers into Binary. 
perform simple conversions into Hexadecimal using online tools.
participate in the online activity for converting Hexadecimal numbers into Decimal.
explore the two’s complement process.
Teacher:
scaffolds the process of converting negative numbers into binary using two’s complement.
	Students complete Activities 59–61 from the Teacher Support Resource (TSR).
Students complete a range of tutorials to an introductory level, experimenting in a range of programming paradigms including:
Imperative
Logic
Functional
Object-oriented
Students complete Activities 62–83 from the TSR.
Students competently convert whole numbers into both Binary and Hexadecimal.
Students successfully convert Hexadecimal numbers into Decimal numbers.
Students demonstrate their understanding by applying the twos complement process to represent negative numbers.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Sample code from other paradigms could be issued to students with keywords redacted for students to complete. Similar to a cloze passage exercise though using code.
Further explanation of two’s complement (16:15).
Differentiated activity for converting numbers into Binary.
The use of role play with students behaving like bits (on and off) is a very useful exercise in differentiation for all students.
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Table 6 – identifying and defining lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-01, SE-11-02
Content:
Students:
Investigate standard data types
Create data dictionaries as a tool to describe data and data types, structure data, and record relationships.
	Learning intentions
Know a range of data types used in software engineering including:
char (character) and string
Boolean
real
single precision floating point
integer
date and time
Understand how data dictionaries describes the data, data types and record relationships used in an algorithm.
Success criteria
Describe and uses appropriate data types in the development of software solutions.
Develop a data dictionary and decide on appropriate data types and relationships.
	Assessment Task 1 (continued).
Students complete Activities 84-90 from the Teacher Support Resource (TSR).
Students complete Activities 91–92 from the TSR.
Students create data dictionaries which describe the data, data types and record relationships used in an algorithm.
Students independently create a data dictionary.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Diagrammatic representation of cylinders (as variables) with lids that have different openings to represent various data types is a useful technique to introduce abstract topics.
Construct cards (or use sticky notes) and organise the examples based on the standard data types.
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Table 7 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcome:
SE-11-02
Content:
Students:
Use data structures of arrays, records, trees and sequential files.
	Learning intention
Implement and use arrays, records, trees and sequential files in an appropriate programming language.
Success criteria
Developed programs that include the use of arrays, records, trees and sequential files.
Teaching and learning activity
Define the standard data structures used in software engineering.
Using an appropriate IDE, demonstrate how to code the data structures:
arrays
records
trees
sequential files.
Students:
learn and use fundamental knowledge of programming and data structures to create a range of software solutions. know the purpose and function of each data structure including arrays, records, trees and sequential files.
	Students complete Activities 93–99 from the Teacher Support Resource (TSR).
Students competently use an IDE.
Students successfully implement the data structures using the chosen language to solve problems.
Students continue work on Assessment task 1 including: Software Development, Designing Algorithms, Data for Software Engineering and Developing Solutions with Code.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Scaffolding using diagrams and tracing flow can be useful techniques to introduce these abstract concepts.
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Week 8
Table 8 – lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-02, SE-11-06, SE-11-07
Content:
Students:
apply skills in computational thinking and programming to develop a software solution
Including:
converting an algorithm into code
using control structures
using data structures
using standard modules
creating relevant subprograms that incorporate parameter passing
Implement data structures that support data storage
Including:
single and multidimensional arrays
lists
trees
stacks
hash tables
	Learning intention
Describe the key concepts involved in developing a software solution.
Success criteria
Identify and describe the key concepts in developing a software solution that the students have worked on.
Teaching and learning activity
Teacher led discussion on the coding solutions developed in class to this point including:
triangle recognition
simple calculator
tic-tac-toe.
Students:
Predict Run Investigate, Modify code for:
single and multidimensional arrays
lists
trees
stacks
hash tables
As a class watch Introduction to Trees (Binary Tree) in Python - A Simplified Tutorial (11:26).
As a class watch Python Stacks.
As a class watch What is a HashTable? (7:36)
As a class watch The Hash Table Data Structure: A Historical and Technical Overview (17:30).
	Students complete Activity 100 from the Teacher Support Resource (TSR).
Students complete Activities 101–104 from the TSR.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Students should be required to present their findings to class as a Q&A response to their software solution.
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Table 9 – identifying and defining lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-01, SE-11-03, SE-11-06, SE-11-07
Content:
Students:
Compare the execution of the Waterfall and Agile project management models as applied to software development
Test and evaluate solutions, considering key aspects including functionality, performance, readability of code, quality of documentation
Use debugging tools
Including:
breakpoints
single line stepping
watches
interfaces between functions
debugging output statements
debugging software available in an integrated development environment (IDE)
	Learning intention
Know the differences between Waterfall and Agile project management models and justify their use in a range of scenarios.
Success criteria
Contribute to class debate and research examples of Waterfall and Agile Project management models.
Teaching and learning activity
Research:
description
history
where its used or clients
advantages
disadvantages
case study of success and failure.
Learning intention
To evaluate a software solution based on key aspects of: functionality, performance, readability of code, quality of documentation.
Success criteria
Contribute to the peer evaluation of software solutions based on functionality, performance, readability of code, quality of documentation.
Each student presents their developed solution to class for evaluation.
	Students complete Activity 105 from the Teacher Support Resource (TSR).
Students participate in a class debate.
The outcome of the debate should be judged by an independent colleague and/or class representatives designated to the role.
Students complete Activity 106 from the TSR.
Complete Activities 107–110 from the TSR.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
A collaborative jigsaw activity around research into Waterfall and Agile will engage all students in the activity. Providing role descriptions will assist in aligning topics with confidence.
Collaborative discussion while desk checking algorithms written on the whiteboard can assist to engage students.
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Table 10 – identifying and defining lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation or adjustments
	Registration and evaluation notes

	Outcomes:
SE-11-04, SE-11-06
Content:
Students:
Determine sets of suitable test data
Including:
boundary values
path coverage
faulty and abnormal data
Determine typical errors experienced when developing code, including syntax, logic and runtime, and explain their likely causes
	Learning intention
To understand the importance of test data in developing a software solution
Success criteria
Determine sets of suitable test data
Teaching and learning activity
During class presentations students present the data they have used to test their software solution.
	Formative assessment opportunities in class peer evaluation of code solutions.
Students complete Activities 107–110 from the Teacher Support Resource (TSR).
Submission of Bug Book.
	Suggested adjusted activities. This section is also for use in school when making adjustments to support all students to achieve in their learning.
Use real world scenarios familiar to students like drivers license age or ride height entry can assist students with the logic for applying test data
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Additional information
For additional support or advice, contact the TAS curriculum team by emailing TAS@det.nsw.edu.au.
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Curriculum design and implementation is a dynamic and contextually-specific process. The department is committed to supporting teachers to meet the needs of all students. The advice below on assessment and planning for the needs of every student may be useful when considering the material presented in this sample program of learning.
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Possible formative assessment strategies that could be included:
· Learning intentions and success criteria assist educators to articulate the purpose of a learning task to make judgements about the quality of student learning. These help students focus on the task or activity taking place and what they are learning and provide a framework for reflection and feedback. Online tools can assist implementation of this formative assessment strategy.
· Eliciting evidence strategies allow teachers to determine the next steps in learning and assist teachers in evaluating the impact of teaching and learning activities. Strategies that may be added to a learning sequence to elicit evidence include all student response systems, exit tickets, mini whiteboards (actual or digital), hinge questions, Kahoot, Socrative, or quick quizzes to ensure that individual student progress can be monitored and the lesson sequence adjusted based on formative data collected.
· Feedback is designed to close the gap between current and desired performance by informing teacher and student behaviour (AITSL 2017). AITSL provides a factsheet to support evidence-based feedback.
· Peer feedback is a structured process where students evaluate the work of their peers by providing valuable feedback in relation to learning intentions and success criteria. It can be supported by online tools.
· Self-regulated learning opportunities assist students in taking ownership of their own learning. A variety of strategies can be employed and some examples include reflection tasks, Think-Pair-Share, KWLH charts, learning portfolios and learning logs.
The primary role of assessment is to establish where individuals are in their learning so that teaching can be differentiated and further learning progress can be monitored over time.
Feedback that focuses on improving tasks, processes and student self-regulation is the most effective. Students engaging with feedback can take many forms including formal, informal, formative, summative, interactive, demonstrable, visual, written, verbal and non-verbal.
What works best update 2020 (CESE 2020a)
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Differentiated learning can be enabled by differentiating the teaching approach to content, process, product and the learning environment. For more information on differentiation go to Differentiating learning and Differentiation.
When using these resources in the classroom, it is important for teachers to consider the needs of all students in their class, including:
· Aboriginal and Torres Strait Islander students. Targeted strategies can be used to achieve outcomes for Aboriginal students in K-12 and increase knowledge and understanding of Aboriginal histories and cultures. Teachers should utilise students’ Personalised Learning Pathways to support individual student needs and goals.
· EAL/D learners. EAL/D learners will require explicit English language support and scaffolding, informed by the EAL/D enhanced teaching and learning cycle and the student’s phase on the EAL/D Learning Progression. In addition, teachers can access information about supporting EAL/D learners and literacy and numeracy support specific to EAL/D learners.
· Students with additional learning needs. Learning adjustments enable students with disability and additional learning and support needs to access syllabus outcomes and content on the same basis as their peers. Teachers can use a range of adjustments to ensure a personalised approach to student learning. Subject specific curriculum considerations can be found on the Inclusive Practice hub.
· High potential and gifted learners. Assessing and identifying high potential and gifted learners will help teachers decide which students may benefit from extension and additional challenge. Effective strategies and contributors to achievement for high potential and gifted learners help teachers to identify and target areas for growth and improvement. In addition, the Differentiation Adjustment Tool can be used to support the specific learning needs of high potential and gifted students. The High Potential and Gifted Education Professional Learning and Resource Hub supports school leaders and teachers to effectively implement the High Potential and Gifted Education Policy in their unique contexts.
All students need to be challenged and engaged to develop their potential fully. A culture of high expectations needs to be supported by strategies that both challenge and support student learning needs, such as through appropriate curriculum differentiation. (CESE 2020a:6).
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Resource evaluation and support: all curriculum resources are prepared through a rigorous process. Resources are periodically reviewed as part of our ongoing evaluation plan to ensure currency, relevance, and effectiveness. For additional support or advice contact the TAS curriculum team by emailing TAS@det.nsw.edu.au.
Alignment to system priorities and/or needs: School Excellence Policy, School Success Model.
Alignment to the School Excellence Framework: this resource supports the School Excellence Framework elements of curriculum (curriculum provision) and effective classroom practice (lesson planning, explicit teaching).
Alignment to Australian Professional Teaching Standards: this resource supports teachers to address Australian Professional Teaching Standards 3.2.2, 3.3.2.
Consulted with: Curriculum and Reform and subject matter experts.
NSW syllabus: Software Engineering 11-12
Syllabus outcomes: SE-11-01, SE-11-02, SE11-03, SE11-04, SE-11-06 and SE-11-07.
Author: TAS Team, Curriculum Secondary Learners, Curriculum Reform
Publisher: State of NSW, Department of Education
Resource: Program of learning
Related resources: further resources to support Software Engineering 11-12 can be found on the TAS curriculum page.
Professional learning: relevant professional learning is available through HSC Professional Learning or on the TAS curriculum page.
Creation date: 2023
Rights: © State of New South Wales, Department of Education.
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